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# Užduotys

1. Duota:

1. Duota simbolių seka . Raskite mažiausią simbolių skaičių, kurį reikia įterpti į simbolių seką, kad ji taptų simetrinė.

# 1. Uždavinys

## Programinis kodas

static int F(int W) {

if (W == 0)

return 0;

int max = 0;

for (int i = 0; i < n; i++)

if (w[i] <= W)

max = Math.Max(max, F(W - w[i]) + v[i]);

return max;

}

static int FDyn(int W) {

if (W == 0)

return 0;

int max = 0;

for (int i = 0; i < n; i++) {

if (w[i] <= W) {

if (FDynValues[W - w[i]] == null)

FDynValues[W - w[i]] = FDyn(W - w[i]);

max = Math.Max(max, (int)FDynValues[W - w[i]] + v[i]);

}

}

return max;

}

## Teorinio sudėtingumo skaičiavimas

|  |  |  |
| --- | --- | --- |
| Kodas | Kaina | Kiekis |
| static int F(int W) {  if (W == 0)  return 0;  int max = 0;  for (int i = 0; i < n; i++)  if (w[i] <= W)  max = Math.Max(max, F(W - w[i]) + v[i]);  return max;  } | c  c  c  c  c  F(W-w[i])  c | 1  1  1  n  n - 1  n – 1  1 |

|  |  |  |
| --- | --- | --- |
| Kodas | Kaina | Kiekis |
| static int FDyn(int W) {  if (W == 0)  return 0;  int max = 0;  for (int i = 0; i < n; i++) {  if (w[i] <= W) {  if (FDynValues[W - w[i]] == null)  FDynValues[W - w[i]] = FDyn(W - w[i]);  max = Math.Max(max, (int)FDynValues[W - w[i]] + v[i]);  }  }  return max;  } | c  c  c  c  c  c  FDyn(W-w[i])  c  c | 1  1  1  n  n - 1  n – 1  n - 1  n - 1  1 |

## Rezultatai

|  |  |  |
| --- | --- | --- |
| n | F laikai, Ticks | FDyn laikai, Ticks |
| 1000 | 53439 | 226 |
| 2000 | 594551 | 1122 |
| 3000 | 2815666 | 591 |
| 4000 | 4812442 | 1004 |
| 5000 | 7067064 | 1156 |
| 6000 | 12730828 | 1638 |
| 7000 | 18674513 | 1446 |
| 8000 | 27590198 | 1925 |
| 9000 | 40388497 | 1725 |
| 10000 | 57010340 | 2494 |
| 11000 | 69227429 | 2528 |
| 12000 | 91781722 | 3815 |
| 13000 | 115999168 | 2872 |
| 14000 | 143490484 | 3049 |
| 15000 | 191600995 | 3066 |

Iš grafikų aiškiai matosi, kad F(W) algoritmo sudėtingumas yra laipsninis, o F(W) dinaminio spendimo sudėtingumas yra tiesinis. Taip pat verta paminėti, kad rekursyvus algoritmas užtrunka žymiai ilgiau nei dinaminis. Laikas matuotas „ticks“, nes milisekundė buvo per didelis laiko tarpas išmatuoti dinaminio algoritmo vykdymo laiką.

# 2. Uždavinys

## Rekurentinė lygtis

– funkcija, grąžinanti minimalų kiekį pridėjimų, reikalingų, kad simbolių seka taptų simetrinė.

ir - simbolių sekos indeksai.

– simbolių seka.

## Sprendimo iliustravimas

![C:\Users\Gustas\Downloads\Untitled Diagram.png](data:image/png;base64,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)

Kiekvienas kvadratėlis iliustruoja analizuojamą seką. Skliausteliuose parašyta, kokią reikšmę grąžintų funkcija (minimalus pridėjimų kiekis, kad seka taptų simetrine). Einama gilyn, kol pasiekiama viena raidė – tuomet algoritmas grąžina 0. Aukštesniuose kvadratėliuose randamas minimumas dviejų apatinių kvadratėlių ir pridedamas vienetas. Taip rezultatai grąžinami aukštyn, kol randamas pradinės sekos atsakymas.

## Kodas ir sudėtingumo skaičiavimas

|  |  |  |
| --- | --- | --- |
| Kodas | Kaina | Kiekis |
| static int MinInsertsDyn(string s) {  int n = s.Length;  int[,] table = new int[n, n];  for (int len = 1; len < n; len++) {  for (int l = 0, h = len; h < n; l++, h++) {  if (s[l] == s[h]) {  table[l, h] = table[l + 1, h - 1];  continue;  }  table[l, h] = Math.Min(table[l, h - 1], table[l + 1, h]) + 1;  }  }  return table[0, n - 1];  } | c  c  c  c  c  c  c  c  c | 1  1  n - 1  (n – 2)2  (n – 2)2  (n – 2)2  (n – 2)2  (n – 2)2  1 |

Kadangi yra greičiausiai augantis dėmuo, galima teigti, kad sudėtingumas yra .

## Rezultatai

Rezultatų lentelė nepridėta, nes joje yra 600 eilučių.

Matome, kad algoritmas yra laipsninis. Galime teigti, kad laipsnis yra kvadratas, nes sukuriama lentelė, kurios dydis yra ( – simbolių sekos ilgis) ir algoritmas turi užpildyti jos pusę, kad gautų galutinį atsakymą. Taip pat yra du ciklai, kurie iteruoja per sekos elementus.

# 3. Uždavinys

## Programinis kodas

static int FParallel(int W) {

if (W == 0)

return 0;

int max = 0;

Parallel.For(0, n, i => {

if (w[i] <= W)

Interlocked.Exchange(ref max, Math.Max(max, F(W - w[i]) + v[i]));

});

return max;

}

## Rezultatai

|  |  |  |
| --- | --- | --- |
| n | F laikai, Ticks | FParallel laikai, Ticks |
| 1000 | 53439 | 2600370 |
| 2000 | 594551 | 272789 |
| 3000 | 2815666 | 768532 |
| 4000 | 4812442 | 1641206 |
| 5000 | 7067064 | 2875648 |
| 6000 | 12730828 | 5116659 |
| 7000 | 18674513 | 6787845 |
| 8000 | 27590198 | 10958854 |
| 9000 | 40388497 | 15315013 |
| 10000 | 57010340 | 20653577 |
| 11000 | 69227429 | 25794891 |
| 12000 | 91781722 | 33877299 |
| 13000 | 115999168 | 42678590 |
| 14000 | 143490484 | 52797197 |
| 15000 | 191600995 | 65029631 |

Matome, kad paralelizuoto algoritmo vykdymo trukmė yra mažesnė palyginus su rekursyviu algoritmu. Pradžioje paralelizuotas algoritmas tikriausiai veikė truputį lėčiau, nes paralelizuojant atsiranda papildomas „overhead“ ir jis labiausiai pasireiškia lyginant algoritmus su maža duomenų imtimi.

## Išlygiagretinimo koeficientas

Savo programą paleidau su duomenų imtimi . Gauti rezultatai:

![](data:image/png;base64,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)

Viršuje atspausdintas rekursinio algoritmo vykdymo laikai ir apskaičiuotas dviejų laikų vidurkis, antroje eilutėje – paralelizuoto algoritmo.

Išvada – programą paralelizavus ji pagreitėjo du kartus.

# Priedas

## Visas programinis kodas

using System;

using System.Diagnostics;

using System.Threading;

using System.Threading.Tasks;

namespace L2 {

class Program {

#region

static int nStep;

static int nEnd;

static int repeats;

static int wBound;

static int n;

static int W;

static int[] w;

static int[] v;

static int?[] FDynValues;

static string s;

#endregion

static void Main() {

W = 3;

wBound = 20;

n = 1000;

nStep = 1000;

nEnd = 15000;

repeats = 2;

Utils.Init(nEnd, W, wBound, out w, out v, out FDynValues);

Warmup();

//TestF();

//TestFParallel();

//TestMinInserts();

for (; n <= nEnd; n += nStep) {

Console.WriteLine("n = {0}", n);

TestF();

//TestFDyn();

//TestFParallel();

}

}

static void Warmup() {

int previousN = n;

int previousRepeats = repeats;

n = 20;

repeats = 3;

Console.WriteLine("--- Warmup ---");

Console.WriteLine("Total: {0} ticks\n\n", MeasureTime(FDyn));

n = previousN;

repeats = previousRepeats;

FDynValues = new int?[FDynValues.Length];

}

static void TestF() {

long time = MeasureTime(F);

Utils.SaveResults(Utils.FResultsFile, n, time);

Console.WriteLine("Average time: {0} ms\n\n", time);

}

static void TestFDyn() {

long time = MeasureTime(FDyn);

Utils.SaveResults(Utils.FDynResultsFile, n, time);

Console.WriteLine("Average time: {0} ticks\n\n", time);

}

static void TestFParallel() {

long time = MeasureTime(FParallel);

Utils.SaveResults(Utils.FParallelResultsFile, n, time);

Console.WriteLine("Average time: {0} ms\n\n", time);

}

static void TestMinInserts() {

Random random = new Random();

Stopwatch stopwatch = new Stopwatch();

string chars = "ABCDEFGHIJKLMNOPQRSTUVWXYZabcdefghijklmnopqrstuvwxyz0123456789";

string line = "";

for (int i = 0; i < 600; i++) {

line += chars[random.Next(chars.Length)];

stopwatch.Start();

Console.WriteLine("Result = {0}", MinInsertsDyn(line));

stopwatch.Stop();

Utils.SaveResults(Utils.MinInsertsFile, i, stopwatch.ElapsedTicks);

}

}

static long MeasureTime(Func<int, int> function) {

Stopwatch stopwatch = new Stopwatch();

long time = 0;

for (int i = 0; i < repeats; i++) {

stopwatch.Reset();

Console.Write("Running...");

stopwatch.Start();

int result = function(W);

stopwatch.Stop();

time += stopwatch.ElapsedMilliseconds;

Console.WriteLine("\rResult: {0}; time: {1} ms", result, stopwatch.ElapsedMilliseconds);

FDynValues = new int?[FDynValues.Length];

}

return time / repeats;

}

static int F(int W) {

if (W == 0)

return 0;

int max = 0;

for (int i = 0; i < n; i++)

if (w[i] <= W)

max = Math.Max(max, F(W - w[i]) + v[i]);

return max;

}

static int FDyn(int W) {

if (W == 0)

return 0;

int max = 0;

for (int i = 0; i < n; i++) {

if (w[i] <= W) {

if (FDynValues[W - w[i]] == null)

FDynValues[W - w[i]] = FDyn(W - w[i]);

max = Math.Max(max, (int)FDynValues[W - w[i]] + v[i]);

}

}

return max;

}

static int FParallel(int W) {

if (W == 0)

return 0;

int max = 0;

Parallel.For(0, n, i => {

if (w[i] <= W)

Interlocked.Exchange(ref max, Math.Max(max, F(W - w[i]) + v[i]));

});

return max;

}

static int MinInsertsDyn(string s) {

int n = s.Length;

int[,] table = new int[n, n];

for (int len = 1; len < n; len++) {

for (int l = 0, h = len; h < n; l++, h++) {

if (s[l] == s[h]) {

table[l, h] = table[l + 1, h - 1];

continue;

}

table[l, h] = Math.Min(table[l, h - 1], table[l + 1, h]) + 1;

}

}

return table[0, n - 1];

}

}

}

using System;

using System.IO;

using System.Text;

namespace L2 {

public static class Utils {

private const string arraysFile = "Arrays.txt";

public const string FResultsFile = "FResults.csv";

public const string FDynResultsFile = "FDynResults.csv";

public const string FParallelResultsFile = "FParallelResults.csv";

public const string MinInsertsFile = "MinInsertResults.csv";

public static void Init(int nEnd, int W, int randomBound, out int[] w, out int[] v, out int?[] FDynValues) {

if (File.Exists(FResultsFile))

File.Delete(FResultsFile);

if (File.Exists(FDynResultsFile))

File.Delete(FDynResultsFile);

if (File.Exists(FParallelResultsFile))

File.Delete(FParallelResultsFile);

if (File.Exists(MinInsertsFile))

File.Delete(MinInsertsFile);

if (IsFileValid(nEnd)) {

Read(W, out w, out v, out FDynValues);

} else {

Generate(nEnd, W, randomBound, out w, out v, out FDynValues);

Write(nEnd, w, v);

}

}

public static void SaveResults(string filename, int n, long time) {

StreamWriter sw = File.AppendText(filename);

sw.WriteLine("{0},{1}", n, time);

sw.Close();

}

private static void Read(int W, out int[] w, out int[] v, out int?[] FDynValues) {

StreamReader reader = new StreamReader(arraysFile);

int n = int.Parse(reader.ReadLine());

w = new int[n];

v = new int[n];

for (int i = 0; i < n; i++)

w[i] = int.Parse(reader.ReadLine());

for (int i = 0; i < n; i++)

v[i] = int.Parse(reader.ReadLine());

FDynValues = InitializeFDynValues(W, w);

reader.Close();

}

private static void Write(int n, int[] w, int[] v) {

StringBuilder sb = new StringBuilder();

sb.AppendLine(n.ToString());

foreach (int i in w)

sb.AppendLine(i.ToString());

foreach (int i in v)

sb.AppendLine(i.ToString());

File.WriteAllText(arraysFile, sb.ToString());

}

private static void Generate(int n, int W, int randomBound, out int[] w, out int[] v, out int?[] FDynValues) {

w = new int[n];

v = new int[n];

Random random = new Random();

for (int i = 0; i < n; i++) {

w[i] = random.Next(1, randomBound);

v[i] = random.Next(1, randomBound);

}

FDynValues = InitializeFDynValues(W, w);

}

private static int?[] InitializeFDynValues(int W, int[] w) {

int minW = int.MaxValue;

bool found = false;

foreach (int i in w) {

if (i <= W && minW > i) {

minW = i;

found = true;

}

}

if (found)

return new int?[W - minW + 1];

else

return null;

}

private static bool IsFileValid(int maxN) {

if (!File.Exists(arraysFile))

return false;

StreamReader sr = new StreamReader(arraysFile);

bool result = sr.ReadLine() == maxN.ToString();

sr.Close();

return result;

}

}

}